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Breaking Bank – The Project. 
The Team. 

Team Payday for project Breaking Bank consisted of three programmers: Pratik, Stanley and 

myself, one designer: Barney, and one producer: Christina, for a total of five members. The 

programming team had six main aspects to create, which include: Gameplay, AI, UI, SFX, 

VFX and networking. One of us focused heavily on AI and some gameplay elements, I focused 

on gameplay elements like the guns, interactables and the health system, and pitching in 

wherever needed with UI, SFX and AI. Our final member investigated network code and 

creating our user interface, researching SFX and implementing the majority of the game’s 

SFX. The designer was the concept holder, they were the person who originally decided to 

start the project, as such they handled sourcing the art and animation assets as well as 

tweaking/building the levels for the team. Due to some technical issues in the first few weeks 

of the project we were using GitHub to host our project so that we could all collaborate 

together, later the programmers on the team were granted access to the Gamer Camp 

Perforce server meaning we could work together much easier however our designer was 

unable to get access to the server as well meaning that we had a challenge to overcome, 

which was how to get content from our designer and how to send the updates back to them. 

Our solution to this was to use GitHub again, however this time we used GitHub simply as a 

go between for transferring and updating the assets, keeping the Perforce version as the 

“master” version and relying on the ease of use of Perforce’s version history and rollback 

features to ensure the build was almost always working as intended with some bugs/issues 

occasionally. 

 

X Statement. 
The banks are loaded, and you are not. 

It is time to get the crew together, load up and spread the wealth. 

Razor Statement. 
Payday 2 – Setting. 

 

  



 

Left 4 Dead 2 – Arcade Shooter. 

 

 

Polygon Heist Pack – Art Style. 

 

Elevator Statement. 
Fulfil your heisting dreams in this First-Person Shooter. Play your way, brute force the 
defences or plan out your attack and wait for your time to strike. Want to claim your bragging 
rights? Go for speed and find the quickest way through the level to find out who is the fastest 
heister. Two things are certain: there will be a fight, and someone is getting paid. 
  



Minimum Viable Product: 
• One Level. 

• Interactive AI: 

o Hostile Wave. 

o Patrolling. 

• Weapons 

o 1 Gun (Rifle or Pistol). 

• Interactables: 

o Drill. 

o Key cards. 

o Money Pickup. 

• UI/HUD 

• Detection system. 

• 1 playable character with animations. 

What We Actually Achieved:  
• Two Levels: 

o Tutorial. 

o Main Level. 

• Interactive AI: 

o Hostile Wave. 

o Patrolling. 

• Weapons: 

o 1 Rifle. 

o 1 Pistol. 

• Interactables:  

o Drill. 

o Money Pickup. 

o Key cards. 

o Locked doors. 

o Vault door. 

o Extraction Point. 

• UI/HUD: 

o Usable front-end UI. 

o Usable In-Game UI/HUD 

• Detection system. 

• 1 playable character with some animations. 

• SFX. 

• VFX. 

 

 

  



Project Start: 
With this project, we were very ambitious at the start, planning to incorporate local area 

network cooperation play (LAN CO-OP), we tried to keep this as our main goal for the majority 

of the project life span, but after about the six week we began to realise that we needed a 

game before we could network it for LAN CO-OP, as testing features in the midst of attempting 

to incorporate networked code made error testing and also feature planning tricky. One thing 

we did observe as a good rule is that any time you set a value in the you must ask the server 

to set the value then have the server tell the client what the value should be. There will be 

examples of this later in this document as the majority of network code is still fully functioning, 

but we limited the number of players to one using the front-end UI starting the game. 

 

Code Annotations. 
A note about coding conventions, as a team we did not decide on coding conventions together, 

so everyone used their own, I chose to use the same conventions as we had declared in 

modules 3 and 4. 

 

Early Prototyping for the Surveillance Camera. 
In the very first week of module 5 I began looking into how to dynamically create a mesh which 

can adapt to the environment whilst also triggering collision events with objects such as the 

player character. To this end I looked into some experimental features of Unreal Engine, and 

found that it was possible to do this, however it has some issues for now, one of those issues 

is how the engine handles rotating of the EQS system points around a vector. The engine will 

attempt to keep the points horizontal regardless of the angle they are being rotated by, 

meaning if you rotate 90 degrees in the Z axis (Y for Unity users) so the points face up, then 

the points will merge into a single point. This meant the system could not be used without 

creating a custom rotation matrix just to handle the rotation of the points in the EQS cone. 

However, it works rather well if you keep the EQS field two dimensional, so it would work fine 

for a top down shooter/ stealth game.  

This was also my first attempt at using arrays and lists 

with C++, it went well, and I decided to use an array 

for the actual final version of the Surveillance Camera. 

I created all the points in the cone mesh myself based 

on the amount of points generated by the EQS field 

supplied in the component, so it would automatically 

create more vertices and triangles as needed to reach 

the maximum number of points in the EQS. 



Surveillance Camera. 
Since I realised that the EQS was not suited for three-dimensional space rotations out of the 

box I decided to quickly move onto creating something that could. As a result I created an 

object which had two static meshes, one for the vision cone and one for the prop itself, this 

meant that the vision cone could be altered separately from the camera to fit the area it is 

placed inside of. Though this had to be done manually and was not as simple to do as I would 

have preferred as the easiest way to alter the vision cone size is to do so before you apply 

any rotations to the root component/ root object, otherwise the scaling of the vision cone 

becomes challenging, though once scaled to requirement rotation afterwards is completely 

fine. I also created the surveillance camera class to serve any needs the other members of 

the team needed, as such I kept the functionality bare to enable easy implementation of further 

features later. 

Only if the hit actor was a player would be do any logic as we needed the camera to be aware 

of blocking actors like walls, floors and doors etc, so that the player wasn’t being tracked 

through solid objects, meaning that any logic done to the player or checking the player would 

be done in the instance of a successful ray cast only. The entire system was designed to be 

easy to understand and alter when required by the other team members without me having to 

assist them.  

  

RepeatingRayCast is called by a timer event which 

is created and paused in begin play then resumed 

and paused based on whether a player is within 

range of the vision cone mesh. 

The timer is set on and off in Tick via 

Boolean values set here when a player 

enters the vision cone. 

After which the player(s) are tracked in an 

array until they leave the vision cone. 



Using an array to track the number of players in the cone of vision meant that each player in 

range could be a ray cast target, it also meant that the class was created with multiplayer in 

mind. This concludes the first aspect that I contributed to the project next will be the 

interactable key card and locked door. 

 

Key card & Key card Doors. 
These were very simple asset for creation though whilst we were working with multiplayer in 

mind there was some significant issues surrounding the rotation of non-symmetrical collision 

boxes, for example, a door which has a collision that is slim and rectangular. Whilst working 

in a network code environment I ran into an issue causing the static mesh (visible object) and 

the collision box becoming desynchronised when rotating the root object, meaning that if you 

“opened” the door, the collision box might still be in the “closed” state. This is also true for 

constant rotation values which are set mid play, if you start rotating an object with server 

simulation active and then pause the rotation the collision box will continue to rotate without 

its static mesh rotation enabled. Locking the rotation for the object behind a Boolean value 

meaning true or false are the only possibilities makes this very easy to observe. Because of 

the network simulation there would actually be two Boolean values, one for client and one for 

server, if either the client or the server has a different value for that bool then the desync will 

occur resulting in what would at first glance appear to be something out of quantum 

mechanics, bool that would be true and false at the same time in the call stack for the variable. 

This is however not the case as we are just simulating a server and client simultaneously, 

which means it would just be a desync in the data for the game. This issue caused me quite 

a lot of headaches and took a long time to troubleshoot as it wasn’t obvious what was going 

on inside the engine, it didn’t help that I had also forgotten that server simulation was active 

in my Unreal Editor. This unexpected behaviour might be avoidable using the network 

properties for client only and server only functions, though I did not get to test this theory as 

by the time I had realised what was occurring and what caused it we had already decided that 

networked multiplayer was not going to be possible given our time frame left in the project at 

six weeks in. 

 

Locking doors with a key card was super simple using the GameState class which is part of 

the base of Unreal Engine, this class allows you to store and access game specific data easily 

in the world and this is how I kept track of what key cards the player had collected and as a 

result what doors the player could open. I used EKeycardTypes to specify what type of key 

card was required by which door in editor, and the key cards themselves had the same values 

available. 

 

So with networking out of the project I quickly prototyped a rotating door and implemented the 

class in a way in which the value of the rotation can be positive or negative and the class 

would work out which direction to rotate based on a positive or negative float value. This value 

and an opening speed modifier were both made available to design alteration via the editor 

details panel or blueprint which ever was desired, meaning I was not required to make any 

code changes for design to get doors to rotate in whatever direction was desired. 

  



 

 

 

 

 

 

I like this class because of how simple it was to create and how much of an impact it had 

visually, allowing the player to physically open a door and then walk through it, as well as 

allowing the AI to walk through the now opened door. In general, keeping the code simple was 

quite a challenge when working around networking and pre-existing networked code.  

 

The key cards themselves were simple, if player interacts with a key card, add that key card 

type to the GameState if it does not already exist and turn the key card invisible else just turn 

invisible. This means the players would only ever have one of each key card type at a time, it 

would also be possible to make a small adjustment to allow for multiple of the same type of 

key cards in the level and also stored in the GameState as they are stored in an array. 

  

The value of bInvertRotation was set in 

BeginPlay() and was determined by the value of 

fOpeningAngle and whether that was positive or 

negative.  

bRotate is the value which is used in Tick() to 

control when the object can rotate, as such setting 

to false is all we need to do to stop rotation. 

Because the rotation was independent of the 

unlocking of doors it was possible to have closed 

doors that the player could open themselves. 



Guns, Pistol & Rifle. 
The base gun class for project Breaking Bank is quite messy due to a mix between catering 

for AI use and working around network coding, it is however fully functional and very adjustable 

in blueprints / editor. As a note I now realise how I can create pre constructed blueprints inside 

of .cpp class files using spawn actor, I did not realise that at the time of creating the base gun 

class. 

Getting the guns to function properly was a long task in of itself mostly due to the lack of clarity 

in what was required by design, we eventually got to a stage where anything would be possible 

with the base gun class with minor tweaks for functionality. In its current state the base gun 

fires ray casts from the player camera if the user is a player and from the gun barrel locator* 

if the user is an AI *(Gun Barrel Locator is a separate collision box component that is 

configurable in editor and blueprints simply for specifying the location of the end of the gun’s 

barrel as that would be different per gun mesh model). 

 

Also, the base gun class uses a mix of Unreal’s world timer manager and my own custom 

delta time clocks because during the initial creation I did not realise how to get the desired 

functionality out of Unreal’s timer system. Though after using it with other features like the VFX 

and the GameTimer class I realised how to rework the base gun to use Unreal’s timer system 

exclusively, though I am unsure as to how much of a benefit/detriment that would actually be 

for performance versus what I am already using in the class. 

  

Custom vector positions 

depending on whether the 

user is an AI or a player. 

VFX changes depending on if 

the target hit has health or 

not. Same is true for SFX. 



Gun SFX. 

There are actually multiple SFX functions as each does something different though it would 

be possible to just pass in an integer value to specify which SFX we wanted to play at that 

moment in time I however didn’t do this as I wanted the code to be more readable as I was 

not intending to implement the SFX to the guns myself and the only real difference would be 

in compilation time of the build and it would have no impact on performance of the code. 

 

The VFX does something similar however it is done so by “providing” a pointer to the VFX you 

wish to play to the function so that it can be checked for not being null and also if additional 

logic needs to be applied to the VFX before it is played, like changing the type of emitter that 

is displaying the effect for instance.  

 

Gun VFX. 

Implementing the VFX this way meant that I would only have to handle logic for the VFX of 

the gun in one function, though this function could be coded in a nicer and more efficient way 

by using a switch condition on cParticles instead of if statements in theory at least as I haven’t 

tested this. If a switch statements works as intended, then the efficiency of this function would 

improve as there would be no need to compare each statement to the specified variable.  
*Note I forgot to adjust the name of Pc_MuzzleLocation to be cMuzzleLocation, I use Pc_VariableName because 

it is easier for me to read I would normally remove the underscore but I had forgotten to in this case. Also, I forgot 

to declare the VFX emitters as cSparksEmitter for example, that was just a mistake on my part. 

 

 

Switching SFX based on whether the 

actor hit has a health component. 

Note* The reason AI did not use VFX 

in viewport was due to running a 

dedicated server instance in editor. 



The Player Character. 
Equipping Weapons. 

The player character was something we all edited over the course of the module, below is how 

I handled player weapon equipping, both for primary and secondary weapons. 

The logic for swapping weapons is very simple, if we are reloading our current gun, stop 

reloading then if we are not currently using the desired gun then swap to that gun and set the 

previous one hidden in game and update the HUD to display the correct ammo in the magazine 

and reserve ammunition pool. 

I will cover player death next. 

  

I used a third variable called 

cPlayerCurrentGun to make logic 

easier to create and follow. 



Player Death 

Initially it was decided that the player would enter a downed state X number of times before 

they actually lost the game, this was back when we were planning for local co-op, later we 

decided to set the player lives to 1 meaning this function is mostly for naught, though if the 

player were to have multiple lives when they get “downed” they would be force equipped the 

pistol with whatever ammo they left in the magazine before getting downed and then have to 

wait until they revived before switching back to their primary weapon, whilst they are in this 

state the player is completely invulnerable but is free to shoot back at the AI and look around 

as they wish, but they are unable to move or jump. 

 Next up will be the health component, used by players and AI alike. 

The Health Component  
This is a ridiculously complex component as there is a lot of networked code involved which 

is redundant now because the game is not designed for multiplayer anymore, however I was 

asked to not remove the networking if it did not interfere with further development as such I 

left it in, but as a result the code became more bloated due to having to call multiple functions 

for client and server side handling of features.  

The amount of lives the players have is 

configurable which is why player death is 

quite complex. 



There are also additional features in the Health Component class to handle healing, reviving 

and full healing, some of those functions were never used but could have assets created to 

utilize them, for instance a health kit to restore lost health could easily be made to interact with 

a player’s health component.  

I also fixed a few issues with the UI one issue was the crosshair was off centre so I fixed that 

with a slight adjustment to the logic enabling us to swap the image to anything we desire and 

it will automatically be centred on the screen. At first I didn’t realise there was a function that 

returns the X and Y values of the texture file, after I noticed that I quickly amended the above 

function to utilize those features so we could update the crosshair if we ever wanted to do so.  

The second issue I fixed enabled players to return to the main menu from the tutorial level via 

the extraction van, whereas before you could only leave the tutorial level via the pause menu.  

I also spent a few days working out bugs relating to the AI behaviour trees and task priorities 

as they were causing the game to freeze under specific situations, this seems to be resolved 

now after investigation by myself and Pratik. 

  

Due to the nature of network code 

various checks had to be made to ensure 

the variables were being assigned 

properly, resulting in bloated code. 

There is an else{} statement below this 

which handles damage to armour, 

making this function rather large. 



VFX. 
This is a section to cover some of my notes about Unreal’s VFX systems. 

During my implementation of the project’s VFX I tested out two different methods for handling VFX, 

one was to use single lifespan VFX which means they played once and terminated and then handled 

by Unreal at some point. The other method is to use timers to enable and disable particle spawning 

of the VFX when desired. From my testing neither method seems to be advantageous over the over 

performance wise, I was expecting to see memory usage spike when using single life VFX for gun VFX 

but to my surprise that was not the case, the memory usage stayed stable the entire time. The 

advantage that I could see is that using the timer method means you do not need multiple versions of 

the VFX. 

Features I would have implemented if I had the time: 
Player models and animations, this task would have been nice to complete and would have been a 

requirement for the project if we were creating a multiplayer game, however due to time constraints 

and having slightly more important aspects to work on I was unable to implement any meaningful 

animations for the player character.  

Melee Combat, again something that was cut from the project due to overs scoping, this would have 

been a nice feature to have for when you eventually get caught reloading both your guns in a doorway 

with four AI running at you. 

Gun Recoil and Bullet Spread, something that was not requested to be implemented by design, its just 

something I would have liked to include, bullet spread would be super easy to implement with the 

current Base Gun class as all it would need is a random float variation added into the ray cast end 

vector based on the number of shots fired within a given time frame. 

A shotgun, because trying to shoot the AI with the rifle can be difficult at times. Also, it would be fun 

and look cool. 

Player Sprinting / encumbered movement mechanics, this would not have been too difficult to 

implement in the current build as affecting the player’s movement speed is simply changing a float 

variable in the player class. 

A projectile based weapon, because then I would need to create an object pool class to manage the 

ammunition for the weapon. 
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